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When you have multiple catch statements on a single try, which catch goes first? Which goes
last?

Given the code

public class FooException extends Exception {
public FooException (String msg) {
super (msqg) ;
}
}
public class BarException extends RuntimeException {
public BarException (Throwable reason) {
super (reason) ;
}
}

public class ExceptionalClass {
void doSomethingGood () {

try {

doSomethingBad () ;

System.out.print ("All Good"); // line nl
} catch (FooException fe) { // line n2
} catch (BarException be) {
} catch (Exception e) { // line n3
}

}
void doSomethingBad () throws FooException {
throw new FooException ("Something Bad");

}

[0 Copy code snippet

Which statement is correct? Choose one.

A. Compilation fails because the catch clause in line n2 makes the BarException handler unreachable. ( )

B. Compilation fails because the Exception handler in line n3 is unreachable. ( )
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C. Compilation fails because the print statement in line n1is unreachable. ( )

D. Compilation succeeds. ( )

Answer. Java requires that when you have multiple catch statements on a single try, the more-specific exception handlers must appear before more-
general ones. So, with this inheritance hierarchy

ExceptionA
T

ExceptionB
T

ExceptionC

Any catch block that catches ExceptionA would catch all three types of exception, since both ExceptionB and ExceptionC would be tripped by any test
that detects ExceptionA. If you tried to put a catch for ExceptionA before a catch for ExceptionB (or ExceptionC) the compiler would reject this, since
all three types of exception would be handled by the first catch block, and the subsequent blocks would be unreachable.

However, if two exceptions are in different branches of the inheritance tree and, thus, there is no hierarchy, no exception is more or less specific than the
other, so no such problem arises.

This question has

Exception
7 N
RuntimeException FooException
T
BarException

Given this inheritance hierarchy, a BarException is not assignment-compatible with FooException, nor vice versa; they are unrelated. For this reason,
line n2 is valid as it stands. Indeed, if the order of the catches were swapped, as follows, the code would still be valid:

try {
doSomethingRad () ;
System.out.print ("All Good");
} catch (BarException be) {
} catch (FooException fe) {

[O Copy code snippet

This means option A is incorrect.

Option B suggests that the Exception handler is unreachable. However, this is not the case. Many exceptions are instances of Exception without being
either FooException or BarException. The compiler can determine that the only checked exception that can arise in the try block is the FooException;
however, any other RuntimeException (such as a NullPointerException) is also possible, and the Exception handler will catch these. So, the
Exception handler is considered reachable in this case. From this you know that option B is incorrect.

As a side note, the code below would not compile. The compiler knows you cannot get a SQLException, so it would reject a catch block for it.

try {
doSomethingBad () ;
System.out.print ("All Good");
} catch (FooException fe) {
} catch (BarException be) {
} catch (SQLException e) { // Compilation fails, this cannot happen!

[ Copy code snippet

Option C suggests that the print statement is unreachable. By tracing out the code’s behavior you can determine that the method doSomethingBad
always throws the FooException. Therefore, the try block will never be completed normally, and the print will never happen.

However, the compiler does not analyze the code in that level of detail. When compiling the method doSomethingGood, the call to the method
doSomethingBad is considered only in terms of its signature. That signature suggests that the caller should be ready to catch a potential FooException
but does not indicate that it's certain to arise. Consequently, the compiler believes the method doSomethingBad might run successfully and, therefore,
considers the print statement to be reachable. From this, you can conclude option C is incorrect.

Now you know that the code will compile successfully and, thus, option D is correct.
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Conclusion. The correct answer is option D.
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